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Abstract. Learning technologies are gradually becoming an integral part of teaching in both face-to-face and online learning. Among them, screencasts (i.e. desktop video recordings of presentations normally accompanied by the presenter’s video and narration), constitute a pedagogical tool used to create visual material to be distributed to students. Learners can then watch the videos in their own convenience and pace. The plethora of tools available makes it easier for the teachers to produce high-quality, low-cost screencasts for a number of courses. In the current paper we investigate how students perceive the impact of screencasts on their understanding and motivation in learning Logic Programming. We take the opportunity to present some tips and techniques that can be applied in any screencast production. We discuss in detail how screencasts can be used in programming courses, irrespectively of whether the latter use Imperative, Object-Oriented, or Declarative languages, and we present a number of examples to demonstrate how screencasts can facilitate learning. Furthermore, we focus particularly on Logic Programming, which lends itself to technology enhanced learning, since it requires a non-linear, out-of-the-box way of thinking towards developing programs. Finally, we evaluate our approach by presenting the opinion of students.
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1. Introduction

Learning Technologies (also often referred to as educational technologies) are considered as the methods and tools that use information and communication technologies (ICT) as a means to enhance learning through teaching, assessment and feedback. The basic idea is that teachers use computer-based applications integrated into any facet of education provision with the purpose of engaging students more than a traditional setting would, and thus enhance their learning experience.

The growth of learning technologies follows the development of the ICT. On one hand, network communication allows live multi-media streaming, and recorded video and sound storage and retrieval in a more efficient manner than a few years ago. On the other

hand, the affordable prices of devices connected to the Internet, or other instructional devices, have made their use and adoption for educational purposes easy. Finally, a plethora of desktop, mobile, and collaboration tools has emerged with the aim of simplifying the “home-production” of educational material and applications, as well as to facilitate interaction between teacher and learners, and among learners themselves. All the above were literally just a wish list a decade ago.

The vast majority of learning technologies facilitates what we normally call e-learning or online learning. However, it is often the case that practices from e-learning courses can be transferred immediately to face-to-face teaching and therefore improve traditional teaching in many different ways. The new, blended learning mode, offers the best practices of both face-to-face and online learning.

One of the learning technologies that is being increasingly utilised lately is video recordings made by teachers and lecturers. A screencast (also known as video screen captures) is a digital recording, of a whole or part of a computer screen, that is often accompanied by audio narration. Screencasts are considered as autonomous learning objects and are useful for a number of educational purposes; educators can record a lecture, a “how-to” tutorial on various tasks, give feedback to students, compile a library of frequently asked questions and corresponding answers, etc.

There exists an abundance of simple-to-use tools that record the activity on a computer screen and also provide simple interfaces for supporting tasks, such as editing. Lately, such tools also offer a wide variety of options with regard to the video format type and archiving, and thus they facilitate the distribution of these learning objects. It is important that these tools, and their associated functionalities, have made the recording and distribution of “home-made” desktop videos much more effective, requiring no special equipment or setup.

This work continues our previous work [13] by expanding the literature review, incorporating the questionnaire results of one additional cohort, and arguing that our approach can be further generalised to support the learning of other programming languages, such as Java. The paper is organised as follows: Section 2 explicitly states this work’s contribution, our research question, and our methodology towards addressing it. Section 3 presents a survey of existing related literature and Section 4 introduces the way screencasts can be used in higher education and the practices we follow in our faculty. In Section 5 we discuss a number of tips for creating screencasts while Section 6 discusses the advantages, for students, of developing screencasts solving simple programming exercises. The specific case study for Logic Programming is presented in Section 7 and the results of our students’ survey in Section 8. In Section 9 we briefly discuss the human factor in employing learning technologies and screencasts in particular. Finally, Section 10 concludes the paper and discusses some further work.

2. Contribution and Methodology

In this paper, we address educators in Computer Science programmes in order to encourage the production of screencasts for programming exercises. Object-Oriented programming (e.g. in Java) as well as Declarative programming (e.g. in Prolog) are discussed with respect to their suitability for developing screencasts with coding examples, with more focus placed on Prolog, a logic programming paradigm for which students are required to
think in a rather different (declarative) way than the one they are accustomed to (procedural) in object-oriented or imperative languages. Our aim is to share our experience and practices with colleagues who would like to employ screencasts as a technology enhanced learning (TEL) method.

Our contributions are the following: (a) we present some ideas on how screencasts can be utilised in Higher Education programmes, (b) we offer a set of guidelines and tips on how to develop “home-made” screencasts that are of good technical quality, and (c) we address the research question of how students perceive the impact of screencasts on their understanding and motivation in learning Logic Programming, aiming to demonstrate the effectiveness of screencasts in supplementing teaching programming languages, and in particular Prolog.

To verify whether screencasts have a positive effect on students’ understanding of Logic Programming and on their motivation in learning it, we decided to distribute a questionnaire. The short survey included the following questions:

- What has been the impact of the screencasts on your understanding of Logic Programming?
- What has been the impact of the screencasts on your motivation to learn/practice?
- What did you like most?
- What would you like to change?
- Would you like to have screencasts in other courses? If yes, in which course(s) and in what context?

For the first two questions, which directly address our research question, students were required to respond by selecting one of the following six options: Strongly positive, Positive, Neither positive or negative, Negative, Strongly negative, Have not seen any of the screencasts. The next two questionnaire questions were open ended. The final was a yes/no question allowing students to clarify in open-ended form in the case their response was yes. The participants have been all students who attended the course during the past three years (due to the relatively small size of our department no sampling was considered necessary), i.e. a total of 57 students. The questionnaire was created online (using Google forms) and anonymous.

3. Review on Using Videos in Learning

In the literature one can find many attempts to incorporate video in teaching and learning. Especially during the last decade, video has become a medium that is easily accessible through internet and mobile technology while students seem to watch videos more than reading texts for various reasons, including learning. In particular, screencasts have been reported as an effective tool for student learning in general [9], [17], [23] or in specific tasks, such as programming [19].

Videos in the form of screencasts are considered better than texts [6], [8], [21]. Students prefer not to read instructions or manuals but rather to watch videos in a multimedia blended learning environment [28] or in flipped classrooms [32], [18]. Although there is not as much research on the pedagogical effectiveness of videos as one should expect after the plethora of MOOCs available [12], there is some evidence that students who engage in watching videos, such as screencasts or lecture captures, perform significantly
better than those who do not [34], [21], [22]. Videos have been shown to attract student interest more and encourage debates in classrooms [31]. As a more general rule students seem to enjoy blended learning techniques more because of immediacy and currency [21]. Other factors, such as personal learning styles, study habits, options for interaction, etc. play an important role to whether students use videos in their studies [35]. Moreover, different video types seem to affect learning in various ways, most favourable being lecture captures and screencast type videos [3].

In programming courses, screencasts are even more effective, especially when they complement face-to-face teaching [26]. Students tend to assimilate the taught material much better and therefore acquire better programming skills [7], which eases the transition to gradual program development [15]. Especially, if learning programming is considered equivalent to learning a second language (syntax, semantics, processes, etc), short videos can facilitate learning as analogous to language acquisition [30]. In some cases, students have been asked to produce their own screencasts in programming thus also improving their analytical skills [20].

Screencasts are more effective if they are produced by lecturers who are appropriately trained to develop high-quality videos. There is a consensus that faculty should be trained in order to produce screencasts that follow the basic principles and pedagogies required in order to enhance student learning [6]. Universities need to confront the faculty unwillingness, inability or lack of interest in order to change the traditional textbook-related pedagogy [10]. Although the creation of screencasts is considered time consuming it is considered to be definitely worth investing on [26]. The goal is to introduce the faculty not only to the technical aspects of creating videos but also to the ways of maximising student engagement with these videos, by following recommendations related to duration, learning goals, signaling, teaching and guiding style, etc. [2], [10], [12]. Finally, learning analytics could further enhance the development and tactics of videos production by focusing on aspects of usability and acceptance by students [8]. It is also suggested that an integrated environment can be used in order to make videos more interactive [29], [31].

4. The use of Screencasts

In our Faculty, TEL is highly promoted as a University strategic goal, called “digital learning”[1]. All academic staff is trained, through staff development seminars and personal tutorials, to use various learning technologies and tools that facilitate mixed-mode delivery approaches. This is particularly useful for programmes that our faculty runs abroad as distributed learning programmes [14], in which students receive face-to-face instruction once a month over “block teaching” but are also engaged in structured e-leaning activities in-between physical attendance sessions. Given this experience, staff also uses learning technologies to complement traditional teaching and learning, and, among them, screencasts are used in a variety of ways. In this section, we present some of them (Fig. 1).

Recorded Lectures The most obvious reason to use screencasts is to record (capture) lectures in “live” mode while they are actually taking place, a feature that has been adopted to

---

1 https://www.sheffield.ac.uk/als/strategy
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Fig. 1. Teaching, Learning and Assessment activities that can employ Screencast recordings

complement traditional lectures in many universities but is mostly used in e-learning programmes and MOOCs. Our University has established a lecture capture policy, by which lectures in the near future will be by default recorded and made available to students on the virtual learning environment (VLE).

While lecture capturing is considered as highly desirable by students, it has raised a number of controversies among academics, the majority of whom are opposed to it \cite{25}. The main arguments include possible lack of interactivity, concerns about increased absenteeism, copyright issues, confidentiality, etc.

Recording is also done on various occasions in “off-line” mode in the creators’ own convenience at the desktop of their computers. Instructors record their presentations so that students have the ability to watch them at a later stage. This practice is commonly found in flipped classroom settings, whereby recorded material is provided to the students before the class takes place, and face-to-face instruction focuses only on discussing the material seen in advance.

We also use desktop capturing quite often as brief introductions to courses. We call these videos “teasers” and we distribute them to students before the commencement of a semester. A teaser is a short recording that explains what a course is all about in a rather informal way, outlines a course’s aims and learning outcomes but most importantly answers the questions why students should attend it and what to expect from it.

On other occasions, we also broadcast and record lectures of guest speakers in open seminars, and these recordings are made available to lecturers for future use in their courses. Of course, permission to do so is taken from the guest speaker, ensuring also that the material presented (presentation slides most often) does not contain anything copyrighted.

Solutions to Exercises A number of our colleagues have used screencasts to show students how to solve exercises, i.e. to demonstrate what we normally call a “model answer” to a particular question, especially in courses such as programming, maths, accounting,
etc. This method is seen positively both by students and academic staff, who develop confidence that such a repository helps weaker students as they have the opportunity to go through a solution many times while listening to the lecturer explain how the solution is reached. In principle, such screencasts seem to have an added value when there is some underlying methodology involved in answering a question or solving an exercise, showing a step-by-step approach that can be followed to address a category of similar problems.

**Feedback to Students** Among other digital methods for providing feedback, we also utilise screencasts to address the whole class. After individual feedback is given, the lecturer prepares a short screencast to present common pitfalls gathered from all assignment submissions together with performance statistics. The screencast is distributed to all students who have the opportunity to watch it on their own time and understand what were the common mistakes as well as how they did in comparison to others.

In some cases screencasts are also used to provide individual feedback to students. Thus, the lecturer individually addresses each student explaining what they have done well (or not so well), very likely also including comments on their submission, which appear on the screen as a document or listing. This practice is particularly useful for students as it helps them understand how the lecturer approaches assessment using specific criteria and how their overall mark is allocated.

**Student Presentations** During their studies, our students deliver a number of presentations to live internal or external audiences. It has been a few years now that we started asking for screencasts of some of these student presentations, as we strongly believe that students should acquire online presentation skills that will help them in their professional career. To prepare them we organise specific training sessions to demonstrate the methodology and the tools and then ask them to prepare a 5–8-minute screencast presentation as a coursework assignment. Students upload their presentations on the cloud and submit the link, and, besides the content-related assessment criteria, we also assess them with respect to technical issues relating to the screencast and their online presentation skills. Students report that they find this task an interesting experience that makes them think of different approaches to presenting and gives them some baseline essential skills.

**Academic Skills Development Repository** In the context of developing academic and transferable skills, students are required to learn how to read, study, prepare for examinations, cite and reference, avoid plagiarism, manage their time, write an academic report, etc. We have developed a screencast repository that addresses all the above issues and more. Therefore, the academic staff often direct students to this site for them to improve the skills required or to understand how to address difficulties they face, especially at the beginning of their university studies. This repository is also very useful when proving feedback on assignments, since the lecturer does not only point out the issues that students face but can direct them to the corresponding screencasts for revision and practice.

5. **Tips for creating Screencasts**

There is a plethora of sites and books that provide guidance on how to develop virtual presentations [33]. In [11], the authors provide a set of recommendations for the produc-
tion of videos in order to keep students more engaged. “Home-production” video is a contemporary skill that academic staff as well as students should develop while living in the digital era. In this section we present a number of tips that can dramatically affect the quality of a screencast for the better; these are also used as criteria to assess the student recorded presentations mentioned in the previous section. We assume that the computer (PC or laptop) used for their creation has a camera, a microphone or headset, and is optionally connected to the Internet.

**Background** People tend to neglect what is behind them as a background image when recording themselves in video. Keeping it simple and neutral while contrasting with the image of the speaker is a key feature of appropriate background. We found that a poster or a banner behind the speaker can convey useful messages, for instance about the screencast topic or the programme, the University, etc.

**Environment setup** The two main issues related to the environment are light and sound. If the video of the presenter is on the screencast then good lighting is important so that there are no distorting shadows on the image. Background noise may also pose a problem, since the human ear can filter it out better than a microphone; as a result the noise is magnified to the ears of the viewer. The use of a headset can reduce the noise and clarify the presenter’s voice but affects the image of the presenter on the video, and thus it is a matter of compromise. It is also important to secure the environment from any disruptions, such as telephone rings or door knocking, so that repetitions and editing are minimised.

**Camera positioning** The camera should be positioned at the level of the presenter’s face, in a way that the viewers perceive a direct eye contact. Sometimes the positioning of a fixed laptop camera captures the presenter from an angle that creates distortions, shadows and uneven lighting on the presenter’s face. Similar unwanted effects are caused by the distance of the camera; positioning it too far would imply a wide background image whereas positioning it too close could result in distortion of facial characteristics.

**Microphone** The microphone is perhaps even more important than the camera, since a screencast may not include a video of the presenter but it can rarely be without their voice. Good quality sound is important and so it is worth investing in a microphone that filters surrounding noises as much as possible. If the presenter does not want to capture themselves on video, a headset is preferable. In such a case, the distance of the microphone from the face is very important as it can cause unwanted sound distortion due to breathing.

**Desktop setup** Since a screencast contains whatever is shown on the computer screen, it is desirable to close all unnecessary running programmes, particularly those that might display pop-up notifications on the screen, such as email clients, skype, dropbox, etc. In the opposite case, the notification, which will be recorded in the video, will result in additional editing or a repetition of the recording. In cases where switching between screens is necessary, it is desirable to avoid showing the desktop contents or other folders’ list of files.
Script Generating a script is a good practice, especially for inexperienced presenters or novice screencast developers. The script could be as abstract or analytical as desired depending on the presenter’s needs. The main advantage of having a script in a screencast as opposed to live presentation is that the script may be hidden behind the camera and not be visible to the audience, thus creating an “autocue” effect.

Choice of tool It is important to choose the right tool that fits the purpose of the screencast and the needs of the creator. The factors that play a role in the decision are primarily ease-of-use, cost, variety in file formats, editing functionalities, and archiving. Screen capturing tools may be either desktop or web applications and they normally come with limited capabilities for free or with full-blown functionality for some fee. Indicative examples of such tools include Screencast-O-Matic, Jing, EzVid, Camtasia, and many more.

Editing Editing comes as an option depending on the choice of tool and whether subscription is required. However, editing seems to be an important feature that could potentially save a lot of time in the video development. Without editing, even the smallest “errors” could trigger repetition of the recording and that could be extremely annoying if repeated few times. With editing, all “errors” are cut while certain parts of the video are adjusted to look better to students.

Archiving It is generally considered far better to be able to store the screencast on the cloud so that students can access it through a link. As a result, the choice of vendor is important as it may affect the life-span of the screencast. In any case, a local backup will solve any potential issues that may appear in the future with the chosen service provider.

No apparent audience It takes some time to become familiarised with talking to no apparent audience, due to the lack of interaction, and people tend to attempt to record an entire screencast in one (usually “breathless”) go. Frequent pauses are necessary; a pause of a few seconds is perceived differently by the presenter than by the audience, and it is generally considered a good practice. Additionally, proper use of the pause button can save a considerable amount of editing later on.

6. Screencasts for Programming

Programming is considered one of the essential skills to be acquired by students in Computer Science programmes in Higher Education. It is a skill that must be included in all Computer Science or relevant programmes, and, what is more, students are exposed to different types of programming, becoming familiar with Object-Oriented, Imperative, and Declarative languages. Instances of such languages, such as Java, C, Prolog, etc., are adopted to show students the major paradigms with which they will acquire the basic skill.
set that will help them code in any other programming language of the same paradigm, passing through a steep learning curve.

Researchers have attempted to create videos in programming courses, such as Prolog language, C#, etc. [4],[27]. Students who attended classes found videos equally important to students who do not and seem to prefer videos over a classic textbook [27]. In addition, it is demonstrated that student engagement increases, especially when screencasts are associated with in-video quiz questions [4]. The outcome comes into alignment with [24] who showed that interactive dynamic visualisations allow learners to acquire the necessary skills in less time than those who do not interact.

Students, as novice programmers, face the following challenges:

- understanding of syntax and semantics;
- effective and correct utilisation of the variety of data types and data structures;
- comprehension of the problem to solve;
- choosing among a variety of techniques and algorithms that leads towards a solution; and
- engineering of the code (design, implementation, and testing) that solves the problem.

The latter includes the essence of programming skills, i.e. students need to assemble a finite set of tools (commands, techniques, algorithms, designs, etc.) complying to a very strict set of rules that defines the language’s syntax and semantics.

The traditional way to teach programming is by using either a whiteboard and/or a set of presentation slides. The former is preferred by many instructors who have the opportunity to develop programs in a step-by-step manner for a specific example, talk through it, and justify the decisions made at each point. The latter is also useful, particularly if animation is utilised. The drawback of the whiteboard is that the handwriting may sometimes be illegible while there is no electronic record to be played back. An interactive board can be advantageous in that respect as it can facilitate recording and replaying the steps when students go through the material while studying. However both electronic board notes and slide presentations lack narration.

The situation becomes more ineffective when a considerable number of take-home exercises are assigned. Normally, there is no time to go through each one of them and present the model solutions. Instead, a set of solutions with the actual required code is given to students. Although these solutions have some value with respect to understanding code, they have little contribution to actual code developing skills.

For instance, consider a Java take-home exercise that requires students to define a method that finds and returns the maximum number inside an integer array.

The code distributed to students as a model answer is:

```java
public static int maximum(int[] numbers) {
    int max = numbers[0];
    for(int i = 1; i < numbers.length; i++) {
        if(numbers[i] > max)
            max = numbers[i];
    }
    return max;
}
```
While students find the above code useful (especially those who have attempted the exercise up to a point), it can have a bigger impact on their learning if it were accompanied by a step-by-step guide on how it was developed. The particular example, as any exercise requiring the definition of a Java method, could be used to teach students what to consider when it comes to defining any method before considering the particular problem at hand, as well to teach them how particular techniques (such as iterating over the elements of an array) are reused to solve similar problems.

Going through the solution of the above (or any similar) exercise can help students learn that, to start with, for the definition of any method, the first thing to consider is its signature, even if we are not yet certain about its return type and its parameters, making sure we include a pair of parentheses after the method name and the pair of curly brackets that defines its body, so as to avoid these accidental but common syntax errors.

```java
public static <?> maximum(<?>){
    ...
}
```

The parameters are the data that the method needs in order to perform its task. For a method to be able to find the maximum within any array of integer numbers, it needs to be provided with an array of integer numbers. To identify the return type we need to consider what is the type of the result we are asking the method to come up with. In this case it is one integer number, the maximum.

```java
public static int maximum(int[] numbers){
    ...
}
```

When the task of a method is to identify and return a particular element within an array, the algorithmic technique used in the imperative programming paradigm requires that (a) we assume that the element we are looking for is the first one in the array (position 0) and store it in an appropriate result variable, (b) we go through the rest elements of the array with the use of a for repetition structure looking for the required element, and (c) at the end we return the value of the result variable.

```java
public static int maximum(int[] numbers){
    int max = numbers[0];
    for(int i = 1; i < numbers.length; i++){
        ...
    }
    return max;
}
```

This technique implies that the result variable, at any point, stores the maximum number found so far while searching inside the array. The repetition structure is used to compare each of the remaining array elements with the maximum found so far; if an array element is actually bigger than the result found so far, the latter is updated to store the value of the former.
public static int maximum(int[] numbers) {
    int max = numbers[0];
    for (int i = 1; i < numbers.length; i++) {
        if (numbers[i] > max)
            max = numbers[i];
    }
    return max;
}

The above process can be summarised in Fig. 2.

Fig. 2. Diagrammatic incremental development of a Java program that finds the maximum in an array of integers

Naturally, a number of similar exercises are presented and solved throughout the duration of a Java programming course. Students, however, find it difficult to remember (a) that the first two steps of the process, as it was presented above, should be followed when defining any method, and (b) that the later steps constitute a technique that can be generalised to develop any method whose task is to identify a particular element within an array of any type. The use of screencasts, for narrating and demonstrating the above for multiple exercises, helps students identify this pattern, through repetition.

7. Case: Screencasts for Logic Programming

7.1. Prolog

Logic Programming is a programming paradigm that differs from what Computer Science students consider as the “norm”, which is usually imperative or object-oriented program-
Declarative programming as well as other courses, such as Discrete Maths, Formal Methods, etc., are based on the principle that one needs to describe “what the problem is” rather than “how to solve it”. The major advantage of such a computational model is its simplicity in syntax and semantics, which combined with the limited number of available data types and data structures, gives the opportunity to teachers to focus on programming methodology, parameter passing, recursion, modular design and test, etc.

A Logic Program is a set of Horn clauses of the form: 

\[ H \leftarrow B_1 \land B_2 \land \ldots \land B_n \]

where \( H \) is the head of the clause and \( B_1 \land B_2 \land \ldots \land B_n \) is the body of the clause. The semantics of the clause is that \( H \) is true if \( B_1 \land B_2 \land \ldots \land B_n \) is true. The procedural semantics is that in order to prove that \( H \) is true one needs to prove (irrespectively of order) that \( B_1, B_2, \ldots B_n \) are true.

A disjunction is expressed with the use of multiple clauses, such as:

\[ H \leftarrow B_{1_1} \land B_{1_2} \land \ldots \land B_{1_n} \]
\[ \ldots \]
\[ H \leftarrow B_{m_1} \land B_{m_2} \land \ldots \land B_{m_k} \]

which expresses that \( H \) can be proven to be true (irrespectively of order) by any of the \( m \) different clauses.

Prolog (Programming in Logic) is the most representative paradigm of the class of Logic Programming languages. For example, in Prolog, the predicate declaring the maximum of two numbers is expressed as follows:

\[
\text{max}(X,Y,X) :- X \ge Y. \\
\text{max}(X,Y,Y) :- X < Y.
\]

meaning that the maximum between two numbers \( X \) and \( Y \) (first two parameters) is \( X \) (third parameter) if \( X \) is greater or equal to \( Y \), or the maximum of two numbers \( X \) and \( Y \) is \( Y \) if \( X \) is less than \( Y \).

Unlike imperative languages, in which a programme is a sequence of commands that instruct the computer how to perform a specific algorithmic task, a logic programme is a set of statements (predicates) that defines what the problem is and not how to solve it, leaving the way of solving the problem to the machine itself. This requires an “out-of-the-box” way of approaching a programming task, which, most of the times, students find quite difficult to acquire.

In the following example, we demonstrate how one should go about developing a Prolog program that finds the maximum number out of a list of integers. Lists in Prolog are sequences of elements enclosed in square brackets, e.g. \([3, 5, 1, 4, 8, 2]\), and in their general form are written as \([H|T]\), where \( H \) is the first element of the list (Head) and \( T \) is the list that contains the rest of the elements (Tail). The list is a recursive structure and, as such, in most cases it is manipulated using recursion as a programming methodology.
As an example, consider the predicate \( \text{max}/2 \) (\( \text{max} \) is the name of the predicate and 2 is the number of arguments/parameters that it takes), which can be used to find the maximum of a list of integers:

\[
?- \text{max}([3, 5, 1, 4, 8, 2], \text{Max}).
\]

\( \text{Max} = 8 \)

Considering that \( \text{H} \) represents the first element of a list, that the tail is the list containing all remaining elements, and according to the principle of recursion: "If I know the maximum \( M \) in a list's tail, then the maximum in the whole list is either \( M \), if \( \text{H} \) is less than \( M \), or \( \text{H} \), if \( \text{H} \) is greater or equal to \( M \). In the simplest case of a list with only one element \( [X] \), I know for certain that the maximum is the element \( X \)."

Building the Prolog programme that corresponds to the above definition is not writing a sequence of commands. It requires thinking about the problem recursively and then trying to frame the recursive definition as a set of statements in the appropriate syntax.

Firstly, one should write the fairly standard partial recursive definition:

\[
\text{max}([\text{H} \mid \text{T}], \text{Max}) :-
\text{max}((\text{T}, \text{M}), \ldots)
\]

Since the maximum depends on the value of the head \( \text{H} \) of the list and there are two cases for it, one can just copy and paste the above partial programme twice:

\[
\text{max}([\text{H} \mid \text{T}], \text{Max}) :-
\text{max}((\text{T}, \text{M}), \ldots)
\text{max}([\text{H} \mid \text{T}], \text{Max}) :-
\text{max}((\text{T}, \text{M}), \ldots)
\]

and then add the discriminating condition for each case, i.e. either \( \text{H}<\text{M} \) or \( \text{H}\geq\text{M} \):

\[
\text{max}([\text{H} \mid \text{T}], \text{Max}) :-
\text{max}((\text{T}, \text{M}),
\text{H} < \text{M}, \ldots)
\text{max}([\text{H} \mid \text{T}], \text{Max}) :-
\text{max}((\text{T}, \text{M}),
\text{H} \geq \text{M} \ldots)
\]

In the first case the maximum is \( \text{M} \), whereas in the second case the maximum is \( \text{H} \):

\[
\text{max}([\text{H} \mid \text{T}], \text{Max}) :-
\text{max}((\text{T}, \text{M}),
\text{H} < \text{M},
\text{Max} = \text{M}).
\text{max}([\text{H} \mid \text{T}], \text{Max}) :-
\text{max}((\text{T}, \text{M}),
\text{H} \geq \text{M},
\text{Max} = \text{H}).
\]
By adding the termination condition (base case), and eliminating the use of “=” (since Max is either M or H we can avoid stating that they are the same, and simply replace Max with M or H, accordingly), the complete definition becomes:

\[
\text{max([X], X).}
\]
\[
\text{max([H | T], M) :-}
\]
\[
\text{max(T, M),}
\]
\[
\text{H < M.}
\]
\[
\text{max([H | T], H) :-}
\]
\[
\text{max(T, M),}
\]
\[
\text{H \geq M.}
\]

It is evident that this process is not linear in the sense of imperative programming, i.e. start at the first line and write code that performs the task.
The above process can be summarised with the use of a diagram, as shown in Fig. 3. However, for bigger programs a static representation like this, or even a slide animation, becomes unmanageable. We suggest alternatively that this different way of thinking can be demonstrated to students with the aid of a screencast.

### 7.2. Screencasts for Prolog

The teaching and learning methods for our Logic Programming course consist of a series of interactive lectures, ten hands-on laboratory sessions, multiple-choice questions for self-assessment before each lab session, and screencast solutions to exercises for independent learning and reflection. By the end of the course, students are expected to be able to:

- understand the fundamentals of the Prolog language, such as term unification, execution, the backtracking mechanism, and the means for modifying Prolog’s default behaviour;
- identify the need for recursion and apply it in solutions implemented in Prolog;
- explain the use of Prolog’s built-in and higher-order predicates and employ them in their problem solving;
- determine and explain the functionality of given Prolog predicates/programs; and
- design and implement correct, well-documented Prolog programs, utilising the language’s execution model and programming principles.

The basic principles taught are: syntax and semantics, variables and atoms, unification and matching, resolution and execution, recursion, list processing, higher order predicates, and graph search.

Each lab session has a number of exercises that the students need to solve. They attempt them either at the lab or at home and, when they present a partial or complete solution to the instructor, they are given the link to the solutions in the form of a screencast. Thus, they have the opportunity to compare their solution to the model answer and complete it, based on what they see in the video.

Being familiar with learning technologies and taking into account various findings with regard to the effectiveness of screencasts in student learning [16], [19], we decided to use screencasts in which we solve specific exercises for students by showing them the Prolog way of thinking towards approaching a problem. Although PowerPoint slides can support animations, they are not particularly helpful for this purpose. The fact that a logic programme is not developed sequentially is rather difficult to be presented with PowerPoint animations and be accompanied with narration. Students enrolled in our Logic Programming course, offered in the second year of studies, already know Java and they face difficulties getting acquainted with the new programming paradigm. Our pool of screencasts is continuously enhanced with new material, exercises and solutions. Paying some attention not to contextualise the screencast with a particular group of students and avoiding mentioning dates or events, the screencasts can stay as a source of reference in the depository for years.

With screencasts we managed to show the whole process of developing a Prolog programme from scratch and at the same time “speak out loud” the way that someone should
think in order to develop it. We took a step-by-step approach towards developing the programme, explaining how one should think, what the common pitfalls are, and also how to run the programme in order to visualize the results.

The screen was typically partitioned into three or four windows, as in Fig. 4:

- the exercise text which describes the programming task in question;
- the editor in which we show how the programme is developed;
- the execution environment; and
- the video of the presenter, visible at the beginning of the video and at any other point considered necessary.

Figures 5 and 6 show two examples of screencasts for the development of a Prolog program with and without the presenter’s video, respectively. We tried to follow all good practices listed in Section 5 most of them successfully. During the course of the past three years we have developed around 30–40 screencasts for our course, keeping their duration to no more than 5–6 minutes. Naturally, the more experience we gained, the less editing was required. We estimate that currently for a 5-minute screencast, we spend on average around 15 minutes overall.

As recording tools, we initially used the desktop version of echo360 and then Screencast-O-Matic. The distribution was made by uploading the link of the Screencast-O-Matic storage to our VLE.

8. Results

As a first step, we gathered statistics from our VLE, which show that the majority of the students watch the screencast exercise solutions. Actually, this is most likely an underestimation as the VLE’s statistics cannot record the cases when students batch download the course’s material and access it off-line.

---

6 echo360.com
Through the provided statistics, we have identified which screencasts have been the most popular. The top four were the screencasts referring to:

- list processing through recursion;
- revision exercises preparing students for the final exam;
- simple recursion methodology;
- basic Prolog syntax.

During private communications with students, they have many times informally expressed their satisfaction about the use of screencasts and have even, more formally, requested through their representatives during the Student-Staff Committee, that more screencasts are used in the context of other courses too. This was the incentive that drove us to the definition of our research question and the resulting questionnaire that was distributed to students who attended the course during the past three years.

In the first question a total of 96% of the students agree (summing the number of students who responded ‘Strongly agree’ and ‘Agree’) that screencasts have had a positive impact on their understanding of Logic Programming, with 62% feeling strongly about this (Fig. 7).

In the second question, although 91% of the students felt that the screencasts had a positive impact in their motivation to learn and practice (again summing the number of students who responded ‘Strongly agree’ and ‘Agree’), only 57% felt strongly about it (Fig. 8).

The comments justifying the answers about students’ understanding and motivation through screencasts are summarised below:

- “... easy, more direct, better way to understand the material taught”;
- “... helpful to clarify things I did not understand in the class/lab”;
- “... I can watch them at my own time and I can access them from anywhere”;
Fig. 6. Screencast screenshot without the presenter’s video

- “... helpful to revise and compare my solutions to those given by the professors”;
- “... taught me how to solve similar problems”;
- “... videos are easier to comprehend than text”;
- “... accessible at anytime needed!”;
- “... helped me understand/taught me how to solve similar problems”;
- “... helped me to see the lecturer working on the examples like in the classroom”;
- “... was not very exciting but I understood its worth”;
- “... helped me a lot with my revision”;
- “... it was like the lecturer was with me while I was solving the exercises, and my questions were answered through the screencasts”;
- “... screencasts are in a way an enhanced version of a whiteboard”;
- “... I personally prefer writing my own notes so that I keep the structure that I want while revising. The screencasts, though, do not affect my notes in a negative way and allow me to study any missed lectures”;
- “... it was not just pure code but training of thought”;
- “... precise, concise, and simple”;
- “... the explanations given while approaching the solution”;
- “... the simplicity of the solutions after having watched the screencast”;
- “... very interactive”;
- “... the way that material was summarised”;
- “... saved me a lot of time from keeping notes”;
- “... I could watch them as many times as I wanted to”;
- “... showing directly the code and implementation while explaining”;
- “... sometimes when I do not manage to keep notes effectively screencasts saved me lots of time when I was studying”;
- “... the problems required a bit more attention which made them more interesting”.
There is nothing much the students would change. The majority said “nothing” while many of them suggested “more and harder exercises” and few “some improvement on the quality of sound”.

100% of the participants agreed that “screencasts would be useful for other courses too”. The majority of them referred to technical courses where problem solving is required, especially programming. Few, but not an insignificant number, said that “screencasts could be helpful in all courses”.

The course in terms of intended learning outcomes and material has remained more or less the same with minor variations over the last decade. As aforementioned, it is mainly a skills course that aims to enhance the students’ way of thinking about programming. Screencasts have been available during the past three years, however their number was small during the first year and was later increased to cover all topics in the last two years.

Table 1 shows the results of students in the final examination, which is an assessed lab assessing all taught material, as well as the success (pass) rate. Cohorts from 2015 onwards were provided with screencasts, whereas the previous 2014–15 was not. We are not in a position, unfortunately, to compare with performance of earlier cohorts as the
assessment scheme was significantly different before 2014. It should also be noted that
students of the first of the three cohorts (2015–16):

– completed the questionnaire one year after they attended the course, concurrently
  with the 2016–17 cohort, and
– students of the first cohort had access to a limited pool of screencasts covering only
  a small number of topics in relation to all the content and learning outcomes. Our
  screencasts were substantially increased during the last two years.

As can be seen, students of the 2015–16 cohort demonstrated an overall lower per-
formance but this was a more general issue apparent in all courses. As such, it is quite
difficult to conclude anything about the impact of the small number of screencasts that
was available to them. On the contrary, the last two cohorts, with the substantially in-
creased number of screencasts, show increased performance, either in the exam average
or in the success rate. Considering the three cohorts from 2015 onwards, the average in
the final exam increases from 42% to almost 60%. Note that in the UK grading scheme,
40% is the bare pass while 70% signifies excellent performance. Likewise, the success
rate has increased from 50% to 79%, which is quite impressive for the particular course.

Table 1. Performance of students during the last four years. Screencasts are available
during the last three years

<table>
<thead>
<tr>
<th>Academic Year</th>
<th>Performance in final Exam (average)</th>
<th>Success (Pass) Rate</th>
</tr>
</thead>
<tbody>
<tr>
<td>2017-18</td>
<td>58.8</td>
<td>79%</td>
</tr>
<tr>
<td>2016-17</td>
<td>50.8</td>
<td>73%</td>
</tr>
<tr>
<td>2015-16</td>
<td>41.8</td>
<td>50%</td>
</tr>
<tr>
<td>2014-15</td>
<td>55.8</td>
<td>63%</td>
</tr>
</tbody>
</table>

9. Staff Development

All research shows that the use of technology in general, and screencasts in particular, can
greatly enhance the student learning experience, further support weaker students, engage
and motivate a larger part of the student body of a class. Academic staff in universities
generally concede that a number of screencasts, for any of the reasons listed in this paper,
would be an asset for any course.

However, the majority of colleagues have not employed screencast technology in their
courses. This may be attributed to the following:

– they are not aware of the technology;
– they are aware of the technology and its benefits, but do not possess the technical
  skills;
– they perceive the value as unworthy of the effort;
– they believe that their course is not suitable;
– they are not willing to spend time on training and development.
The above reasons, of course, do not apply only to screencasts but overall, to a wider resistance in adopting any new learning technology.

Naturally, using a new technology requires ample time on the side of the lecturer, primarily in terms of getting familiar and confident with it, i.e. getting past the initial learning curve. Many institutions, including ours, lately consider TEL as an important strategic goal and the best way to promote it is by providing the necessary support to staff who may be willing to experiment with new technologies. This may be in the form of staff development seminars or through some form of best practices dissemination. The importance of this support is also evident considering that the majority of people is inherently resistant to change.

We have come to understand that our colleagues do not need to be convinced on the effectiveness of screencasts, but they find it hard to get started. Practical hands-on experience is required before they feel confident about the result. They prefer personal tutoring rather than a general seminar, and we have succeeded in providing individual support to anyone who wishes to use this learning technology.

10. Conclusions

In this paper we have presented screencasts as a learning technology that can facilitate and enhance learning. We have provided some tips for creating screencasts for educational purposes, discussed the rationale behind their use, and shared our experience with using screencasts in programming. More particularly, we use screencasts as a technology enhanced learning method in a logic programming course. The latter may be considered an ideal case for using screencasts, due to its nature, but their use can certainly be affective in a variety of other courses.

Results from a questionnaire that was distributed to and completed by our students clearly demonstrate that screencasts have been very well-received, with the majority of students perceiving that screencasts have increased both their understanding of the programming paradigm and their motivation towards learning it. It was actually quite rewarding to see that students are asking for the use of screencasts in other courses as well. In addition, the performance of the students and, in consequence, the success rate of the course appear to be increasing, demonstrating that the approach has a positive impact in student learning. Our experience with using screencasts has overall been very rewarding; we plan to expand our existing repository for the logic programming course and, indeed, start using them in other courses too.

Future work should include learner analytics, such as the statistical analysis of the time intervals that students paid more attention to within a video. This can help us reach conclusions for the quality of the material presented, the way it is presented, and the level of comprehension of the students. As a consequence, our teaching can focus on the issues identified and, if necessary, we can edit existing screencasts or create additional ones. Finally, the inclusion of in-video questions is a challenge that, if implemented, could facilitate self-assessment and consequently enhance student learning.
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